**Previous Test Questions**

**Question 1:**

**Write a Python function that has one parameter, an integer, and print the sum of all its divisors. A divisor of an integer number n is a number which divides n without remainder.**

**If a negative number is passed a message should be printed instead.**

**Your program should also print the divisors that were added. Consider the blueprint code below:**

***# Function implementation***

***# Main code***

**sum\_divisors(20)**

**sum\_divisors(33)**

**sum\_divisors(42)**

**sum\_divisors(-1)**

**The output in this case should be:**

**1 + 2 + 4 + 5 + 10 + 20 = 42**

**1 + 3 + 11 + 33 = 48**

**1 + 2 + 3 + 6 + 7 + 14 + 21 + 42 = 96**

**Negative number. Only positive numbers accepted.**

**Hint: Find out first the sum of the divisors. After that use a string to store the sequence of numbers being added that needs to be printed.**

def sum\_divisors(n):

if n < 0:

print(“Negative number. Only positive numbers accepted.”)

return

sum = 0

equation = “”

for i in range(1, n + 1):

if n % i == 0:

sum += i

equation += str(i) + “ + “

equation = equation[:-2] + “= ” + str(sum)

print(equation)

*# Main code*

sum\_divisors(20)

sum\_divisors(33)

sum\_divisors(42)

sum\_divisors(-1)

**Question 2:**

**Write a program to encrypt a string. The encryption should work as follows: every character in the string gets replaced with the character with ASCII code plus the index value of the index.**

**Example: “Monty Python” becomes “Mppw}%V|qyy”.**

**First character M (index 0) adds 0 to its ASCII code, resulting in the same character M**

**Second character o (index 1) adds 1 to its ASCII code, resulting in character p**

**Third character n (index 2) adds 2 to its ASCII code, resulting in character p**

**Last character n (index 11)addes 11 to its ASCII code, resulting in character y.**

**Your program should prompt the user for a string, encrypt it, and print the encrypted result.**

**Hint: Use the functions chr() and ord()**

my\_str = input(“Please enter a string: “)

# for i in range(len(my\_str)):

print(i, my\_str[i])

# or

encrypted = “”

for i, ch, in enumerate(my\_str):

encrypted += chr(ord(ch) + 1)

print(encrypted)

**Question 3:**

**Write a Python function that takes as input a string that stores date and time (24-hour clock) in the following format:“DD/MM/YYYY HR:MIN:SEC” and prints the following:**

**-> DD/MM/YYYY**

**-> HR:MIN:SEC**

**-> MM/YYYY**

**-> Whether the time is a.m. or p.m.**

**Validation of the input in the function is necessary. For example, if the user gives an input of “04/122/1990 13:12:12”, the given string is invalid, as there can be only 12 months in a year. In this case prints an error message instead. Think of all possible erroneous inputs and write code to handle them. The function doesn’t return anything. Consider the blueprint below:**

**import string**

**def format\_time(date\_time):**

***# function implementation***

**format\_time("21/02/2020 18:06:00")**

**print()**

**format\_time("37/05/1950 12:00:00")**

**print()**

**format\_time("01/01/1900 25:06:00")**

**The output of this code could be:**

**-> 21/02/2020**

**-> 18:06:00**

**-> 02/2020**

**-> p.m.**

**Days are wrong**

**Hour is wrong**

**Hints: (1) Use the split() function and its parameter to break down the problem. Use it multiple times if necessary. (2) Once you find an error you can print a message and use the keyword return to leave the function.**

import string

def format\_time(date\_time):

date, time = date\_time.split()

if len(date.split(“/”) != 3):

print(“Date is wrong”)

return

if len(time.split(“/”) != 3):

print(“Time is wrong”)

return

day, month, year = date.split(“/”)

hour, minutes, seconds = time.split(“:”)

if int(day) < 1 or int(day) > 31:

print(“Days are wrong”)

return

if int(hour) < 0 or int(hour) > 24:

print(“Hours are wrong”)

return

print(“->” + date)

print(“->” + time)

print(“->” + month + “/” + “year”)

if hour > 11:

print(“->p.m”)

else:

print(“-> a.m.”)

# Main code

format\_time("21/02/2020 18:06:00")

print()

format\_time("37/05/1950 12:00:00")

print()

format\_time("01/01/1900 25:06:00")

**Question 4:**

**In mathematics a positive number is called a Kaprekar number if the representation of the square of the number can be split into two parts (not necessarily of the same length) that add up to the original number (the second part is allowed to start with a leading zero).**

**If a number is smaller than 10, it is not a Kaprekar number.**

**For example, 45 is a Kaprekar number as 45\*45 = 2025, and 20+25 = 45.**

**Another Kaprekar number is 55, as 55\*55 = 3025, and 30+25 = 55**

**On the other hand 12 is NOT a Kaprekar number, as 12\*12 = 144.**

**We can partition 144 as 1 and 44, or as 14 and 4.**

**1 + 44 = 45 ≠ 12**

**14 + 4 = 18 ≠ 12**

**So there doesn’t exist a partition of 144 where the sum of both parts add up to 12.**

**The Kaprekar numbers from 10 to 1000 are:**

**10 45 55 99 100 297 703 999**

***(Note: this is an adapted definition of Kaprekars numbers for the purpose of this lab test.)***

**YOUR TASK:**

**Write a Python program that will prompt the user for a number, and print all the Kaprekar numbers from 10 up to that number.**

**Use functions where appropriate to structure your code.**

**For example, you may want to implement the following functions:**

* **A function that will take a number and check if it is a Kaprekar number**
* **A function that will take as a parameter a number n and will print all Kaprekar numbers from 10 to n**

**Sample output:**

**![](data:image/png;base64,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)**

def is\_kaprekar(n):

n2 = n \* n

n2\_str = str(n2) # 100 -> 10 + 0

first\_part = int(n2\_str[:len(n2\_str) // 2])

second\_part = int(n2\_str[len(n2\_str) // 2:])

if first\_part + second\_part == n;

return True

first\_part = int(n2\_str[:len(n2\_str) // 2 + 1])

second\_part = int(n2\_str[len(n2\_str) // 2 + 1:])

if first\_part + second\_part == n;

return True

# for i in range(1, len(n2\_str)):

# first\_part = int(n2\_str[:i])

# second\_part = int(n2\_str[i:])

#

# if first\_part + second\_part == n;

# return True

return False

def all\_kaprekars(upper\_limit):

for i in range(10, upper\_limit + 1):

if is\_kaprekar(i):

print(i, end=“ ”)

upper\_limit = int(input(“Enter an upper limit: ”))

all\_kaprekars(upper\_limit)

**Question 5:**

**Write a Python function that will take a text (sentence) and will reverse every second word. For example, for the input:**

**I love you for a lifetime**

**Not only for a day**

**I love you for who you are**

**Not what you do or say**

**the program should produce:**

**I evol you rof a emitefil**

**Not ylno for a day**

**I evol you rof who uoy are**

**Not tahw you od or yas**

text = “I love you for a lifetime”

words = text.split()

reversed = “”

for i, word in enumerate(words):

if i % 2 == 1:

reversed += word[::-1] + “ ”

else:

reversed += word + “ ”

print(reversed)

**Question 6:**

**Many word puzzles can be solved by iterating through a list of words while checking for characteristics specified by the puzzle. A list of words word\_list.txt is provided in Brightspace. The file has one word per line.**

**A blueprint file is also provided in the file puzzles.py. Your overall goal is to implement the functions in this file and achieve the same output as below. You MUST NOT change the code in the main scope or the functions’ headers.**

**\*Puzzle a\***

**consumptively**

**counterexamples**

**improvisational**

**manipulators**

**multiprocessing**

**\*Puzzle b\***

**wei**

**usher**

**ushers**

**\*Puzzle c\***

**brightly**

**churchly**

**knightly**

**lengthly**

**mccarthy**

**mcknight**

**promptly**

**rhythmic**

**\*Puzzle d\***

**juxtaposing**

**Expected output**

**Hints:**

**i) The word\_list.txt has 45,425 words. Do not write more than two nested loops to iterate through all the words. For example:**

**for word1 in word\_list:**

**for word2 in word\_list:**

**for word3 in word\_list:**

**This will result in 91 trillion operations and your code won’t finish running. All the questions can be answered by iterating over the list of words once.**

**ii) You will need to iterate over lists and strings. Some good friends: lenfunction, in operator, count and find methods from strings.**

**Task 1**

**Complete each puzzle implementing its respective function. Print the result of each puzzle inside its function.**

**(a) Find 5 uncapitalized, unhyphenated words that contain 9 of the letters of the alphabet from l to v ("lmnopqrstuv").  
  
(b) What words consist of two consecutive pronouns? This list of pronouns will be helpful.**

**pronouns = ['thou', 'thee', 'thine', 'thy', 'i', 'me','mine', 'my', 'we', 'us', 'ours', 'our', 'you', 'yours', 'your','he','him','his', 'she', 'her', 'hers', 'it', 'its', 'they', 'them', 'theirs', 'their']**

**(c) Find all uncapitalized, seven-letter words, containing just a single vowel that does not have the letter s anywhere within it.**

**(d) When you are writing in script, there are four letters of the alphabet that cannot be completed in one stroke: i and j (which require dots) and t and x (which require crosses). Find a word that uses each of these letters exactly once.**

def get\_word\_list(file\_name):

""" Read the word\_list.txt file and returns a list with one word per element.

Each word in the list is in lower case.

For example: [aarhus, aaron, ababa, aback, ...]. """

try:

data\_file = open(file\_name, "r")

except IOError:

print("File could not be opened.")

exit()

word\_list = [] # start with an empty word list

for word in data\_file: # for every word (line) in the file

# strip off end−of−line characters and make each word lowercase

# then append the word to the word list

word\_list.append(word.strip().lower())

return word\_list

def puzzle\_a(words):

""" Find 5 uncapitalized, unhyphenated words that contain 9

of the letters of the alphabet from l to v ("lmnopqrstuv"). """

for word in words:

if “-” not in word:

sum = 0

for c in word:

if c in "lmnopqrstuv":

sum += 1

if sum == 9:

print(word)

break

def puzzle\_b(words):

""" What words consist of two consecutive pronouns? """

pronouns = ['thou', 'thee', 'thine', 'thy', 'i', 'me', 'mine', 'my',

'we', 'us', 'ours', 'our', 'you', 'yours', 'your', 'he', 'him',

'his', 'she', 'her', 'hers', 'it', 'its', 'they', 'them',

'theirs', 'their']

def puzzle\_c(words):

""" Find all uncapitalized, seven-letter words, containing just

a single vowel that does not have the letter s anywhere within it. """

def puzzle\_d(words):

""" When you are writing in script, there are four letters of the

alphabet that cannot be completed in one stroke: i and j (which require dots)

and t and x (which require crosses). Find a word that uses each of

these letters exactly once. """

# Main code

word\_list = get\_word\_list("word\_list.txt")

print("\*Puzzle a\*")

puzzle\_a(word\_list)

print("\n\*Puzzle b\*")

puzzle\_b(word\_list)

print("\n\*Puzzle c\*")

puzzle\_c(word\_list)

print("\n\*Puzzle d\*")

puzzle\_d(word\_list)